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A B S T R A C T

The dependence on smart city applications has expanded in recent years. Consequently, the number of
cyberattack attempts to exploit smart application vulnerabilities significantly increases. Therefore, improving
smart application security during the software development process is mandatory to ensure sustainable smart
cities. But the challenge is how to adopt security practices in the software development process. There are
Several established and mature security testing frameworks exist that consider security requirements and
testing during Several already established and mature security testing frameworks exist that consider security
requirements and testing during Software Development Life Cycle (SDLC), but there is a unique challenges
posed by smart city applications and the need for a comprehensive approach to address the evolving threat
landscape in this context. This paper proposed a framework that adopts security testing practices in all phases
of the software development process. The proposed framework identifies several security activities and steps
that can be applied in each phase of the software development process.
1. Introduction

Nowadays, information and communication technology and smart
city implementation play vital roles in business and daily life. Or-
ganizations and individuals depend on smart applications to achieve
their goals in many aspects of life. Nevertheless, the proliferation of
smart applications encourages cyber hackers to discover and exploit
the vulnerabilities in software applications to perform malicious acts
and cause harmful effects and impacts. The risks posed by hackers
have increased tremendously in recent years. Organizations are thriv-
ing to handle these threats and confront these challenges. Therefore,
enhancing smart city application security is essential to overcome the
difficulties and maintain the implementation of smart cities. However,
organizations have released that it is important to build proper defenses
to improve software application security.

One of the biggest challenges organizations realize is integrating
security practices in the software development process to improve
security. Security practices should be considered and implemented
during the development process from the first phase. In the traditional
software development approaches, security practices are normally in-
troduced in the final stages. This approach consists of various problems
such as increasing the possibilities of generating additional costs, rais-
ing development times, and decreasing the level of security protection
of the smart application.
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Integrating proper security practices and activities in all phases of
the software development process is necessary. The costs, time, and
efforts of detecting and maintaining vulnerabilities in the last phases
exponentially increase. Also, implementing security from the earlier
stage of the software development process makes the application less
vulnerable and more secure. Therefore, how to adopt security practices
in the software development process?

While established frameworks like SAMM are indeed robust, they
may not be tailored to the specific requirements and intricacies as-
sociated with smart city development. The main contribution of this
work is a proposal of a new security testing framework for the software
development process. The proposed framework aims to improve the
security of smart city applications by considering security practices in
the development process.

Our framework aims to fill this gap by providing a specialized
approach that integrates security testing practices seamlessly into ev-
ery phase of the software development process, ensuring the security
of smart city applications. The proposed framework has four main
phases of applying security testing for the smart application. The first
phase intends to define security testing goals and enhance the security
knowledge of the team. Then, identify security guidelines by apply-
ing risk assessment and analyzing security requirements. The third
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phase focuses on executing the security testing according to security
guidelines and analyzing testing results. The final phase describes the
security activities to ensure continuous improvement of software ap-
plication security. In addition, the study compares and discusses some
common useful secure software development models. The following
sections involve a background and related work, an overview of the
proposed security testing framework for the software development
process, outcomes of the proposed framework phases, security testing
and discussion, and a conclusion.

2. Background and related works

Protecting confidential data and maintaining the integrity and avail-
ability of smart cities’ services are essentials hence it is vital to incor-
porate effective security and privacy considerations within the smart
cities design to maintain their sustainability (Haque et al., 2022; Kalu-
arachchi, 2022; Rao and Deebak, 2022). Several research works dis-
cussed the updated security challenges related to smart applications.
For example, the research study (Cui et al., 2018) presents several
approaches and techniques to protect smart applications (Al-Qarafi
et al., 2022; Kaushal et al., 2022; Rana et al., 2023). Also, the authors
onsulted that the rapid development of smart city applications is
equired more efforts and studies to mitigate the security challenges
f smart cities.
Moreover, the research work in Ijaz et al. (2016) presented security

hreats, vulnerabilities, and controls for smart cities as well as analyzed
ecurity best practices of smart cities. The work in Ullah et al. (2021)
roposed a risk management framework based on technology, orga-
ization, and environment to assess and manage the risks related to
mart cities. The authors presented a collection of significant risks and
dentified appropriate treatments to enhance citizens’ safety, security,
nd privacy. The study mentioned some risks associated with smart city
pplications. Therefore, securing the smart city applications during the
oftware development process is important.
Many models and standards have been studied and compared to

mprove security in software applications (Taheri et al., 2023; Khan
t al., 2022; Ogbodo et al., 2022). Kara (2012) examined the Common
riteria (CC) secure software development approach with other security
evelopment models. The author proposed that CC is an international
nformation Technology security standard (ISO/IEC 15408) and can
e implemented as developers’ secure software development lifecycle
uidance.
However, the author suggested that adding some security functions

ould increase the security maturity of software development, such as
he law, policy, procedure, and compliance. The researcher in Faizi and
ahman (2019) explained security integration in the software devel-
pment process and various secure software development frameworks.
lso, the authors provided guidelines for selecting the best framework.
he paper concluded that based on the organization’s characteristics,
he development team must choose the best-fit methodology to be
mplemented. In Sharma and Misra (2017), authors explained several
ecure software developments models. The work discussed the model’s
ethodologies to protect software application and their advantages and
imitations.
Various studies are proposed new frameworks or models for secur-

ng software development (Akbar et al., 2022; Ghelani et al., 2022;
nsari et al., 2022; Taherdoost, 2022). Authors in Núñez et al. (2020)
analyzed the available security software development models and pro-
posed a new methodology for securing software applications which
is Viewnext-UEx model. The proposed model is assessed with a real
environment, which reduces vulnerabilities detection by 66 percentage.
The authors validated that using the new methodology is improved the
security and quality of software applications.

In Tung et al. (2016), authors proposed an integrated security
2

testing framework to secure the software development process in each
phase. The framework used security practices and activities to gener-
ate guidelines and integrated security testing tools to provide testing
services then improve testing services based on the testing result anal-
ysis. The authors tested the framework and constructed a prototype
system that integrated various security testing activities and tools. The
results indicated that the framework could provide stable services with
acceptable quality and perform efficient services during the software
development process.

Other studies consider agile perspective in secure software lifecycle
to enhance the protection and defense of software applications (Valdés-
Rodríguez et al., 2023; Khan et al., 2022). Proposed research in de
Vicente Mohino et al. (2019) described a new software development
model that defined security practices in the development lifecycle by
taking agile methodologies. The new models considered the security as-
pects in each development phase to detect and solve the vulnerabilities
without extra time and cost. The paper described and compared the cur-
rent secure software development lifecycle models at security activities,
resources, artifacts, agile properties, and use in the software industry.
The authors concluded that the model improved the software’s quality
and security, increased the added value to the software, and involved
each team member in the process.

In Rindell et al. (2018), authors described the software development
security approaches and mapped them with agile software development
methods. The study provided a framework for adopting security prac-
tices with agile processes to align the security objective in the software
development process.

Adopting security testing in the software development process en-
sured application protection. Authors in Mahendra and Khan (2016)
reviewed security testing frameworks, methodologies, and techniques
in each phase of the software development lifecycle. In addition, the
article mentioned that most security testing methods are applied in
different phases of the software development process. Also, security
testing can be performed in design phased before the implementation.
The paper concluded a need for a security testing framework process
at the design phase of the software development process. On the other
hand, authors in Lingham et al. (2020) discussed the techniques and
approaches to define and eliminate software applications vulnerabili-
ties. Also, the works presented in detail security features incorporated
with the software development process, which is often ignored during
the implementation.

Several secure software development lifecycle models are proposed
to improve software application security. This paper reviewed three
common known models, which are Microsoft Security Development
Lifecycle (Microsoft SDL), Software Assurance Maturity Model (SAMM)
from Open Web Application Security Project (OWASP), and Building
Security In Maturity Model (BSIMM). Microsoft (2021) introduced
security practices in all phases of the software development process,
including guidance, best practices, tools, and techniques to reduce
development costs.

The OWASP (Software, 2021) is an online community and proposed
SAMM model with a collection of security practices mapped to software
development functions. The model defined four business functions
which are governance, contraction, verification, and operations. In
addition, each business function has a set of security practices to reduce
the risks of software applications. Building Security In Maturity Model
(BSIMM) (Building, 2021) is a group of firms from different industries
that are participated in studying real-world software security projects.
BISMM proposed a security framework to assess the organization and
prioritize the change required to increase the security maturity of the
software development process. The framework is outlined in four do-
mains, 12 practices, and 122 activities. Table 1 presents a comparison
between security practices of Microsoft SDL, SAMM, and BISMM.

Based on (Microsoft, 2021; Software, 2021; Building, 2021) review,
all models considered the security practices and activities in each phase
of the software development process. The SAMM and BSMM models

mentioned the policies, laws, regulations, and strategic direction in the
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Table 1
Security practices of Microsoft SDL, SAMM, and BSIMM on software development process.
Software development
phase

Microsoft SDL SAMM BSIMM

Requirements - Policy and compliance - Compliance and policy
- Provide training - Education and guidance - Training
- Define security requirements - Security requirements and security

architecture
- Architecture analysis

- Define metrics and compliance report - Strategy and metrics - Strategy and metrics

Design - Perform threat modeling - Threat assessment - Attack models
- Establish design requirements Design review - Security features and Design
- Define and use cryptography standards

Implementation - Perform Static Analysis Security Testing (SAST) - Implementation review (Code Review) - Code Review
- Use approved tools and design review
- Manage the security risk of using third-party
components

Testing - Perform Dynamic Analysis Security Testing
(DAST)

- Security testing - Security testing

- Perform penetration testing - Penetration testing

Maintenance - Establish a standard incident response process - Issue management and operational
enablement

- Configuration management and
vulnerability management

- Environment hardening - Software environment
requirements phase, but Microsoft SDL did not state them directly. The
training, security requirements, compliance, and metrics are considered
in all models. The security practices and activities are mostly similar in
all models in the design phase. In the Implementations phase, Microsoft
SDL is focused on risk management of the third party, but the security
practices and activities are mostly similar in all models. Microsoft SDL
in the testing phase focused on implementing dynamic analysis security
testing. Security testing in SAMM is based on the defined security
requirement and the organization-wide baseline.

In BSMM, security testing is performed based on the needs and fea-
tures following the quantality assurance process. The testing depends
on the white box and fuzzy testing in this phase. All models prefer
to perform penetration testing and use automated tools. Managing
incident response helps address new threats that can emerge over time,
and all models considered incident response management in the main-
tenance phase. SAMM and BSMM are focused on the environment and
operation management, increasing the protection level by little damage
in cased o vulnerabilities are exploited and ensuring the information
quality and availability according to expectation.

Based on the three models review and descriptions, this paper pro-
posed the security testing framework of the software development pro-
cess. In addition, the article identified security requirements, including
practices, activities, and tools in each phase of software development.

3. An overview of the proposed security testing framework of
software development process

Security holds a significant role in the software development process
and security testing is essential to secure software applications to
prevent data breaches and security attacks.

3.1. Rationale for developing a new framework

This subsection aims to provide a comprehensive rationale for the
development of our proposed framework. It delves into the specific
challenges posed by smart city applications and justifies the necessity
for a specialized approach. By addressing the limitations of existing
frameworks, particularly SAMM, we aim to highlight how our frame-
work bridges crucial gaps in ensuring the security of smart city software
3

development.
3.1.1. Challenges in smart city applications
The expansion of smart city applications has brought forth unique

challenges in terms of security. The interconnected nature of these
applications and the increasing number of cyberattack attempts make
conventional security testing frameworks insufficient. Smart city en-
vironments demand a more specialized and integrated approach to
address the evolving threat landscape effectively.

3.1.2. Limitations of existing frameworks
While established frameworks like SAMM have proven effective in

conventional software development, they may not adequately cater to
the intricacies of smart city application security. Our analysis of SAMM
and other frameworks revealed certain limitations, including:

• Lack of Tailored Approach: Existing frameworks may lack a tai-
lored approach that comprehensively integrates security testing
practices into all phases of the smart city software development
process.

• Inadequate Coverage of Smart City-specific Risks: Smart city ap-
plications face unique risks that stem from their interconnect-
edness, reliance on IoT devices, and exposure to diverse data
sources. Conventional frameworks may not sufficiently address
these specific risks.

3.1.3. Bridging gaps with our framework
Our proposed framework is designed to overcome the identified

limitations by providing:

• Comprehensive Integration: Unlike existing frameworks, our ap-
proach ensures the integration of security testing practices from
the initial stages of development, covering all phases of the
software development life cycle (SDLC).

• Smart City-specific Considerations: The framework takes into ac-
count the unique challenges posed by smart city applications,
offering tailored security measures to mitigate specific risks as-
sociated with interconnected systems and IoT devices.

• Early Risk Mitigation: By embedding security testing in the early
phases of development, our framework aims to proactively iden-
tify and mitigate potential security risks, reducing the likelihood
of vulnerabilities persisting into the final product.

3.2. Proposed security testing framework

This paper proposes a security testing framework for the software
development process. Based on the proposed framework, security test-

ing is considered from an early stage of the development process. Fig. 1
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Fig. 1. An overview of security testing framework.
presents an overview of the main phases and practices of the proposed
security testing framework.

The following is a description of each phase and its practices of the
proposed framework.

3.2.1. Preparation phase
The preparation phase is essential to identify the security testing

goals for the software development process and enhance the knowledge
of software development teams. This phase involves three security prac-
tices which are reviewing policies and procedures, defining evaluation
metrics, and implementing a training program (ISO, 2021a).

1. Review Policies and Procedures
Reviewing security policies and procedures can be conducted by
implementing the following functions:

• Emphasize alignment with smart city regulations and in-
dustry standards, such as PCI, DSS, HIPPA, and GDPR.

• Specify how the review integrates smart city-specific secu-
rity needs and objectives.

• Define and assess the related policies, regulations, and
standards.

• Discuss the assessment results with other groups, such as
legal, quality, and strategies.

• Share the results with the top management for approval.

Reviewing security policies and procedures is important to un-
derstand the legal and regulations requirements and to be
aligned with security strategy objectives. Likewise, This review
helps to consider the industry best practices such as Payment
Card Industry Data Security Standard (PCI DSS), Healthcare
Insurance Portability and Accountability Act. (HIPAA), and Gen-
eral Data Protection Regulation (GDPR) in the security testing
goals.

2. Define Evaluation Metrics
Defining evaluation metrics for security testing can be performed
by:

• Tailor evaluation metrics to reflect smart city security goals
and Key Performance Indicators (KPIs).

• Highlight criteria relevant to the unique aspects of smart
city software development.

• Identify the Key Performance Indicator (KPI) of security
goals.

• Define the evaluation criteria of security tasks.
• Execute a tracking system to ensure security tasks are
completed and generate accurate reports.
4

Define evaluation metrics aid in ensuring that the security goals
are understood and applied during the entire development pro-
cess.

3. Training program
A security training program has to be developed for the devel-
opment teams by following steps:

• Integrate examples and case studies related to smart city
application security.

• Emphasize the distinctive aspects of attack vectors and
defense strategies in smart city contexts.

• Create a training path of the team based on roles and
responsibilities.

• Conducted security awareness workshops or e-learning ap-
proaches as a baseline for everyone.

• Perform training on risk assessment methodology and se-
curity testing tools.

• Develop a portal that involves resources of protecting soft-
ware such as white papers, tools guidelines, training mate-
rials, and updated vulnerabilities.

Software development teams must know the security baseline
and develop secure software. In addition, the team should un-
derstand the attack techniques and how to fix vulnerabilities.
Providing training in the initial phase reduces software develop-
ment mistakes. Also, the proper training increases the security
Knowledge and skills of development teams, which minimizes
software maintenance.

3.2.2. Requirements phase
The requirements phase helps establish security guidelines and

analyzes the requirements based on business functions, security best
practices, and risks assessment results. This phase consists of two steps
which are risk assessment and security requirements analysis.

1. Risk assessment
Risk assessment is the process of identifying, assessing, and
reducing risks to an acceptable level. This phase is crucial for
smart city applications and involves comprehensive planning
and execution to understand potential threats and vulnerabilities
specific to this context (ISO, 2021c; NIST, 2021):

• Explicitly state considerations for smart city assets, in-
cluding IoT devices, interconnected networks, and citizen
data.

• Align risk criteria with the unique characteristics of smart
city ecosystems.

• Create a comprehensive plan of risk assessment that in-
cludes the following:
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– Set criteria and risk appetite: Establish criteria for
prioritization, considering the unique risk appetite
for smart city applications.

– Define scope and boundaries: Determine the func-
tions and people involved, allocating resources effec-
tively for better optimization.

– Identify roles and responsibilities: Clearly define
roles and responsibilities of individuals involved in
the risk assessment process.

• Conduct risk assessments, which include the following
steps:

– Assets Identification: Identify and categorize infor-
mation assets critical to the smart city application,
including but not limited to records, physical devices,
software, communications services, general utilities,
people, qualifications, skills, and experience.

– Risk Identification: Define and extract a list of risk
scenarios and consequences related to identified as-
sets and functions, considering the comprehensive
identification of assets, threats, and vulnerabilities.

– Risk Analysis: Determine the likelihood of identified
risk scenarios occurring, considering the causes and
sources of risk and their potential impact.

– Risk Evaluation: Classify and prioritize risk scenar-
ios based on their severity and potential impact on
the smart city application.

Risk assessment is the core step of the requirement phase. The
risk assessment must be prepared carefully and accurately, es-
pecially since its results will reflect the whole security testing
status. The risk assessment results help to identify appropri-
ate actions and priorities for security testing of the software
development process.

2. Security Requirements Analysis
Security requirement analysis is essential for identifying security
testing practices and activities specific to the software develop-
ment process of smart city applications. Implementation steps
include:

• Study risk assessment reports and security best prac-
tices: Analyze risk assessment reports, incorporating in-
sights into potential key security issues.

• Perform threat modeling: Specify additional security is-
sues through a proactive threat modeling process.

• Review legal and industry standards: Consider legal
requirements and industry standards, especially those rel-
evant to smart city applications.

• Specify security requirements: Develop security require-
ments based on the identified security issues and stan-
dard requirements, emphasizing proactive practices and
enumerating security testing techniques.

The security requirements emphasize proactive practices by
identifying security risks then enumerating security testing tech-
niques.

.2.3. Implementation phase
The implementation phase aims to execute the security testing on

he software development processes from the initial stage according
o the security guidelines. The results of the implementation phase
re testing reports that include the methodologies, tools, findings, and
orrection status. This phase involves three steps which are testing plan,
5

esting execution, and testing results analysis:
1. Testing plan
The testing plan is developed according to security requirements
and guidelines. The plan is documents describing the methodolo-
gies and approaches of software security testing. The following
steps assist in building the plan documents (Radack et al., 2008):

• Include examples and scenarios relevant to smart city ap-
plications.

• Ensure that the testing plan reflects the diversity of security
challenges posed by interconnected urban systems.

• Comprehend the security specifications and standards out-
lined in the guidelines, and outline the testing workflow in
detail.

• Define the severity of the testing finding and actions prior-
ity.

• Set the testing instructions and define the testing ap-
proaches and tools categorized into automatic,
semi-automatic, manual, and code review.

• Build the testing cases based on the security guideline.
Each test case is associated with a specific security guide-
line.

The testing plan is the first step of the implementation phase
to ensure that all security guidelines are considered during the
testing. The testing plan details testing workflows, instructions,
tools, and testing cases. Also, the well-developed plan provides
the efficiency and effectiveness of the security testing execution.

2. Testing execution
The major step of the implementation phase is the testing ex-
ecution. The execution aims to inspect the software applica-
tion during the development process to find security problems.
The following activities help to achieve the execution inten-
tions (Jammeh, 2020):

• Specify smart city-specific security testing approaches ad-
dressing IoT vulnerabilities, dynamic network configura-
tions, and challenges of real-time data processing.

• Perform the testing case in each phase of the software
development process and integrate the approved testing
tools.

• Apply the below security testing to identify the vulnera-
bilities in the software which are Static application secu-
rity testing (SAST), Dynamic application security testing
(DAST), vulnerability scanning, penetration testing, con-
figuration management, compliance and infrastructure as
code.

Security testing approaches should be considered in various
phases of software development. The testing helps reduce soft-
ware vulnerabilities and improve the quality of the software.

3. Testing results analysis
Different security testing approaches are applied in the testing
execution step, generating various testing results. Therefore,
combining and comparing the testing results are helpful to solve
the problems effectively in different dimensions. The below are
the main steps of the analysis (Radack et al., 2008):

• Emphasize the relevance of analysis criteria to smart city
security concerns.

• Consider incorporating data analytics techniques tailored
for the intricacies of smart city applications.

• Define the objective of the security testing analysis and
specify the criteria for comparing the testing result.

• Store the testing results in a repository and integrate vari-
ous testing results in a converged report.

• Identify the new security issues according to data mining
or statistics tools and develop an action list to solve the

new issues.
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Analysis of the security testing result improves the vulnera-
bilities detection of the software. This practice performs test
results with severity and recommends fixing the problems. More-
over, the analysis results enhance the quality of security testing
execution.

3.2.4. Improvement phase
Security testing is a continuous process. Therefore, the improve-

ment phase is required to find unknown security issues. This phase
involves three steps, which are security monitoring, incident response
management, and vulnerabilities repository:

1. Security monitoring
Security monitoring is an automatic tool that gathers and in-
spects indicators of potential threats. The following steps help
to develop security monitoring for the software environment
(Dempsey et al., 2011):

• Highlight the distinctive features of security monitoring in
smart city environments, including real-time threat detec-
tion across diverse components.

• Determine the requirements by identifying objectives, pri-
orities, and workflows.

• Implement an appropriate security monitoring tool based
on the defined requirements.

Monitoring the software environment is necessary to detect at-
tacks immediately and support operation security and incident
response.

2. Incident response management
The incident response focuses on handling security events to
increase the efficiency of reactions rather than uninformed re-
sponse. The following steps are helpful to establish incident
response management (ISO, 2021b):

• Address the dynamic nature of smart city threats and re-
sponses, ensuring that incident response plans are agile and
adaptive.

• Develop an incident response plan to address new threats.
• Identify the incident response team and points of contact
for security issues.

• Establish incident response process, protocols, and commu-
nication channels.

• Conduct the root cause analysis of the security issues and
prepare incident response reports.

The quick detection and response of security events minimize
the significant impact of the software application. In addition,
incident details are dissected to enhance the security posture of
the software application.

3. Vulnerabilities repository
The vulnerability repository is a database of vulnerabilities de-
veloped and improved based on the implemented security prac-
tices during the software development process. The following
activities assist in developing a vulnerability repository:

• Emphasize continual learning from security events specific
to smart city applications to proactively enhance security
measures.

• Review and analysis the new threat details from security
monitoring and incident response reports.

• Review the most common vulnerabilities from another
repository.

• Develop the repository to improve the software application
security.

Vulnerability repository focuses on learning from the security
6

failure and error to improve the security measures and become w
proactive rather than reactive. The improvement phase is a con-
tinuous practice of securing the software development process
that efficiently resolves vulnerabilities.

4. Outcomes of security testing framework

The proposed security testing framework has four main outcomes
which security goals, security guidelines, security testing reports, and
enhancement reports. The outcome of each phase of the proposed
framework can be used as input of the next phase, as shown in Fig. 2.

Fig. 2 presents the security goals as an outcome of the preparation
hase, security guidelines as an outcome of the requirements phase,
ecurity testing reports as an outcome of the implementation phase,
nd enhancement reports as an outcome of the Improvement phase.

1. Security goals
The preparation phase focuses on defining the security goals of
the security testing. In addition, this phase supports specifying
a matrix with clear evaluation criteria and security goals KPI.
Developing an evaluation metric is essential to define the accep-
tance criteria and achieve the security testing goals. Also, this
phase aims to build team skills in security knowledge.
Well-define security goals enhance specifying the requirements
of security testing. Therefore, the security goals are the main
input in the second phase of the framework, which is the re-
quirements.

2. Security Guidelines
The outcome of the requirements phase is security guidelines
that include security methodologies, functions, technique speci-
fications, tools, and coding practices to combat security issues.
According to risk assessment and requirements analysis, under-
standing security issues is necessary to identify proper security
guidelines.
The appropriate security guidelines support applying effective
security testing. Consequently, security guidelines consider as
the most important source of the implementation phase.

3. Testing Reports
The outcome of the implementation phase is security testing
reports. The testing reports depend on a proper testing plan and
effective testing execution. According to the testing execution
results analysis, the testing reports are produced with details
of security issues with actions to solve the problems. In addi-
tion, the testing reports include descriptions of challenges that
appeared during the security testing implementation.
The security testing reports are one of the main inputs of the
next phase, which is the improvement phase. The reports help
create monitoring use cases, develop an incident response plan,
and build the vulnerabilities repository.

4. Enhancement Reports
The outcome of the improvement phase is enhancement reports.
The reports can be generated by getting information from three
sources which are continuous security monitoring detections,
incident response details, and vulnerabilities repository. The
enhancement reports help mitigate future failures and errors.
In addition, the reports support vulnerabilities reduction and
proactive actions.
The enhancement reports improve all previous phases of the
proposed framework. The reports are important for current and
future software applications to increase security posture.

. Security testing and discussion

Performing the proposed security testing framework has many ad-
antages during the software development process. One of the frame-

ork’s main strengths is the continuous integration of security testing
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Fig. 2. Outcomes of security testing framework phases.
Fig. 3. Integration of proposed security testing practices with software development phases.
ith all phases of software development. Fig. 3 describes the integra-
ion of security testing framework practices in software development
hases.
As shown in Fig. 3, the software development phases are listed on

he left side, and the proposed security testing phases are introduced
t the top. Then, the proposed security testing practices are mapped
ith the software development phases, demonstrating integrating the
esting practices with the development process. Therefore, all practices
n the preparation and requirement phase of the testing framework are
ntegrated with the requirements phase of software development except
ecurity requirements analysis which is between the requirements and
esign phases of software development. Also, the implementation phase
ractices of testing frameworks can be integrated with the design and
mplementation phase of software development where testing plan with
mplementation phase, testing execution with implementation and test-
ng phase, and testing results analysis with the testing phase. Finally,
he improvement phase practices are integrated with the maintenance
hase of software development.
Other strengths of the security testing framework are flexibility

nd improvement. The proposed framework has many activities to
efine the security goals and requirements to customize the security
esting. Furthermore, those activities are important for developing se-
7

urity testing approaches, for example, considering new techniques and
technology. Therefore, the proposed framework considers flexibility to
achieve the efficiency and effectiveness of security testing. On the other
hand, the last phase of the framework focuses on improvement. Secu-
rity improvement is a continuous process and essential to ensure high
performance of security testing. Security monitoring, incident response,
and vulnerabilities repository are activities that aim to enhance the
quality of the software from the security perspective and keep feeding
other security practices with new threats and known vulnerabilities.

The limitation of the proposed framework lies in the absence of
experimental evaluation in this paper. As a potential avenue for fu-
ture research, conducting experiments to validate the framework is
recommended.

6. Conclusion

In the last few years, the implementation and dependency of smart
city applications are increased. Consequently, improving application se-
curity is mandatory to ensure sustainable smart cities. Usually, security
testing practices are considered in the last stages during the develop-
ment process. This paper proposes a new security testing framework to
develop secure applications considering all phases of the development
process. The proposed framework adopts various security actions to

define the security goals, develop security guidelines, execute security
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testing and continuously improve the security of software applications.
This paper has reviewed and compared many well-known secure soft-
ware development lifecycle models. This study does not evaluate the
new framework by applying an experiment. Therefore, future work
can evaluate the proposed framework with an experiment to measure
efficiency and study the applicability in cloud pipelines.
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